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Abstract—This work focuses on the analysis of Bluetooth Sensor Networks and the maximum number of Bluetooth sensors nodes for real-time human activity recognition (HAR). M:1 multi-pairing is used as network topology. The tests use notify for the Bluetooth data transmission. We investigated the quality of service (QoS) for the maximum number of Bluetooth connections with real-time sensor data based on inertial measurement units (IMU). We show how many Bluetooth sensor nodes can be simultaneously connected using different commercial off-the-shelf hardware and OS. On top of that we point out how the package loss behaves depending on the set time interval and used hardware. Our results show that a maximum number of 13 Bluetooth sensor nodes can be connected using an external Bluetooth dongle with the Linux OS. Connecting more than 10 Bluetooth sensor nodes at a frequency of 0.025 s tested in the Thinkpad P53 in combination with the DeLock Bluetooth dongle being most useful. This combination allowed a maximum number of simultaneous connections by having only a package loss of about 1.2%

Index Terms—Bluetooth, sensor networks, wireless body area network (WBAN), quality of service (QoS), NINA, human activity recognition (HAR)

I. INTRODUCTION

In the Internet of Things (IoT) and in Industry 4.0 the Bluetooth standard is a widely used communication protocol [1]. Personal devices like headsets, smartphones or smart homes are the most commonly usage for it. Additionally it is more and more applied in professional settings like smart factory or eHealth. Bluetooth is still actively being researched and developed by the Special Interest Group (SIG). The current clusters of research are real-world implementations, lab implementations and theoretical concepts [2]. The current Bluetooth specification has the version 5.2 [3] which includes features of earlier versions like the Bluetooth Low Energy (BLE) technology and mesh network capability. The introduction of these features yields new applications, possibilities and research fields for IoT [4]. An overview of the changes between the different Bluetooth versions can be found in the work of Yin et al. [2]. The standard defines as key features of Bluetooth technology its robustness, low power consumption and low cost [3]. These features make Bluetooth a promising candidate for the use of sensor networks in different research fields, like eHealth, position estimation and human activity recognition (HAR) to name a few. Regarding eHealth the Corona tracing apps are high potential Bluetooth candidates [5]. The quantity of information associated with the self-implementation of Bluetooth features in available hardware lead to challenges for the use of Bluetooth in real-time sensor networks. In the field of HAR for example, it can be important to have many Bluetooth sensors connected simultaneously and to transfer the data in a short measuring interval. Using BLE in practice, multiple factors can influence the performance. These factors are the operating system (OS), the Bluetooth library and the Bluetooth chip itself. Furthermore it is important for the transmission to choose a proper connection mode from the Bluetooth standard. The Bluetooth version 5.0 allows to configure various types of procedures in order to retrieve values from connected devices [8]. One possibility is to configure indications which also require two steps. By using this procedure, the server inhabiting the desired characteristic value, sends an indication including the value to the connected client. It sends the indication to the client whenever its value changes. The client responds to the server with a confirmation. The usage of notifications as procedure is a another type. It is basically the same as described for indications but the server does not expect any confirmation from the client. Following, this procedure involves just one communication step from the server to the client. This is interesting for applications focusing on high performance. For example, the literature suggests a sampling rate of sensor data up to 50 Hz, indicating a period of 20 ms, to identify daily activities in HAR [16]. Thus, setting notifications as communication procedure to send data from a sensor to a computer can be a promising approach. In the present paper we first evaluate the maximum number of simultaneously wired connected sensors to a computer. On top of that, we point out how the package loss of the streamed data behaves based on different hardware and software configurations. We analysed a sampling data rate of 25 ms and 35 ms which lies in the suggested range of the literature. These results can be used to identify the quality of service of Bluetooth regarding high performance sensor readings as it is the case for example in HAR.

Furthermore we analyse the influence of various parameters such as using different computers including changing the Bluetooth module, the number of Bluetooth sensor nodes. Section II evaluates the related work. The configuration and setup of the experiment including the used hardware will be
II. RELATED WORK

Current research focusses on the theoretical specifications, features and architecture of Bluetooth [2], [9] and [10]. Since the introduction of mesh topology in Bluetooth version 5.0, studies have focused on mesh networks and their performance optimization. For example, there is research on investigating real-time communication in a mesh network [11]. Additionally, some extensive research about tuning power consumption in order to increase lifetime of a battery from 9.55 days to 2.32 years [12] can be found. Furthermore, as seen in the work of Dian et al. [13] the important part of time synchronization in a mesh network between BLE devices also gets addressed. They figured out that poor environmental conditions can lead to divergence of more than 17 μs in time synchronization. Nevertheless there has been research regarding the number of simultaneous Bluetooth connections and performance analysis. As stated by Gomez et. al. [14] the theoretical maximum number of simultaneous connected Bluetooth devices is between 2 and 5917. Moreover there is a minimum of 676 μs latency to receive sensor data. A practical study already investigated the performance of Bluetooth in combination with various iPhones [15]. A maximum of 14 Bluetooth devices could be connected at the same time resulting in a reliable transmission rate of 0.04 s.

In the research field of HAR, certain suggestions on how to adjust the data acquisition can be found in literature. For example the sampling rate should range from 20 Hz [16] to 50 Hz [17] in order to detect activities of daily life. But the necessary sampling rate is affected by the activity which shall be detected. Miezal et al. [18] use 7 IMUs with a sampling rate of 60 Hz to recognise walking, running and jumping. Moreover, Gutiérrez-Madroñal et al. [19] analysed fall-detection by a sampling rate of 100 Hz with a combination of 4 IMUs. Scheurer et al. [20] investigated 16 different human activities using 1 IMU with a sampling rate of 30 Hz.

III. METHOD AND ENVIRONMENT

A. Software

We used Python as programming language for the experiment. Python, a scripting language, is fairly popular for data analysis, data acquisition and simple data processing. The simple scripting language allows for easy and fast programming. Additionally, the test setup can be adjusted quickly. It is possible to execute Python scripts on different platforms like MacOS or Linux. This facilitates the cross platform development resulting in a good comparison between different platforms. Nevertheless we had to use two distinct platform specific Bluetooth libraries, bluepy for Linux and Corebluetooth for MacOS.

B. Hardware

For the tests we varied the used hardware in order to get the best performing combination. As seen in table I the hardware on the receiver side consisted of different MacBooks, an Intel NUC 8 and a ThinkPad P53. As the MacBooks and the Intel NUC 8 have soldered Bluetooth modules we tried them as out of the shelve solutions. As the Bluetooth module of the ThinkPad P53 was not soldered, we equipped the computer with various Bluetooth modules as seen in table II. This could reveal any differences in performance based on the hardware combination.

<table>
<thead>
<tr>
<th>Name</th>
<th>Bluetooth version</th>
<th>Bluetooth module</th>
<th>OS</th>
<th>Bluetooth software version</th>
</tr>
</thead>
<tbody>
<tr>
<td>MacBook Pro 2019</td>
<td>5.0</td>
<td>Broadcom 4364B3</td>
<td>Catalina</td>
<td>10.15.2</td>
</tr>
<tr>
<td>MacBook Pro 2018</td>
<td>5.0</td>
<td>Broadcom 4364B0</td>
<td>Catalina</td>
<td>10.15.2</td>
</tr>
<tr>
<td>MacBook Pro 2014</td>
<td>4.0</td>
<td>Broadcom 20702B0</td>
<td>Mojave</td>
<td>10.14.6</td>
</tr>
<tr>
<td>MacBook Air 2013</td>
<td>4.0</td>
<td>Broadcom 20702B0</td>
<td>Catalina</td>
<td>10.15.2</td>
</tr>
</tbody>
</table>

On the transmitter side we used 20 Arduino Nano 33 BLE Sense as sensor nodes. The devices are equipped with an ARM CPU, which operates with a frequency of 64 MHz and a working memory of 256 kB. In addition, the sensor nodes can be linked to a computer via an UART interface. We used the Arduino Nano 33 BLE Sense, since it characterises a typical Bluetooth sensor node for HAR. This means that there are several sensors on the boards which can be used for data generation. These include a typical 9 axis inertial sensor [21], barometric pressure [22] and temperature sensor [23]. The exact specifications of the sensors can be found in the respective data sheet. Although the Arduino Nano 33 BLE Sense has additional sensors like microphone, gesture light and proximity we did not make use of them with regard to the HAR. The focus was on the Inertial Measurement Unit (IMU) data. The generated data can be packed in 48 bytes packets, representing the size of typical sensor readings, followed by
sending them via Bluetooth to a client as it would also happen in a real application. A NINA-B306 chip is installed for Bluetooth communication. The chip uses version 5.0 and supports BLE. The NINA-B306 has an internal antenna and supports a maximum of 20 Bluetooth connections [24]. Furthermore, the sensor node can be battery operated which is necessary for HAR.

C. Configuration and Setup

Setup and experiment are divided into two steps. In the first step, called pretest, the maximum quality of service regarding data transmission via cable is evaluated. In the second step, called main-test, the quality of service regarding data transmission via BLE is evaluated. Until now, there has not been any effort done in improving the performance of the system by adjusting different Bluetooth specific parameters. This includes for example setting the connecting interval.

Pretest: For this purpose one Bluetooth sensor at a time was wired to a computer via the UART interface. Then, the Bluetooth sensor measured the sensor values consecutively at different given rates ranging from 0.015 s to 0.035 s. The Bluetooth sensor started its measurement automatically. After each measurement, the Bluetooth sensor transmitted the values to the computer. After 300 s the Bluetooth sensor automatically stopped measuring and sent a stop signal to the computer. To exclude any difference in performance across the Bluetooth sensors, the test was executed for 16 Bluetooth modules of the same type. To preclude an effect of consecutive data transmission based on the order, one Bluetooth sensor node was picked and the test was repeated in a modified version. Now, each transmission rate was recorded separately. Additionally, the size of the payload was changed from 44 bytes to 48 bytes, which simulates the size of realistic sensor measurements. The data was recorded at the computer using a Python script. To avoid any latencies, the data was successively written to a list, followed by writing to a file after the experiment was over. The difference between the expected amount of received packets, based on the duration of the experiment and transmission time, can then be compared to the real amount of received packages.

Main-test: The Wi-Fi of all used computers was deactivated during the experiment while only the Bluetooth interface was switched on. All other connections and applications have been terminated via the operating system. As in real use, the Bluetooth sensor nodes were operated with 9 Volt block batteries. The Bluetooth sensor nodes were positioned in a row opposite to the respective computer as shown in figure 2. There were no barriers between the computer and the Bluetooth sensor nodes. This means that the Line of Sight (LoS) was free.

The main-test was split in two sections. In the first section we discovered the maximum possible number of connected Bluetooth sensors which the computer could handle. In the second scenario, we evaluated the quality of service regarding data transmission via Bluetooth from the Bluetooth sensor nodes to the respective computer. Therefore, the maximum number of Bluetooth sensors was connected to the computer and the transmission rate was varied between 0.025 s and 0.035 s. This was repeated for all computers in table I. Each packet which the Bluetooth sensors sent to the computer had a size of 48 bytes for simulating realistic sensor measurements. The data was recorded at the computer using a Python script following the flow of control which can be seen in the activity diagram in figure 1. At the beginning the Bluetooth sensors were connected to the computer. After that, the computer subscribes for notifications at each Bluetooth sensor. In order to start the experiment, a command is sent from the computer to each Bluetooth sensor. From this time on each Bluetooth sensor sends packets to the computer for 300 s. After 300 s each Bluetooth sensor sends a stop signal to the computer. To avoid any latencies on the computer side, the data is successively written to a list. After the Python script received the stop signals from all Bluetooth sensors the list is written to a SQLite database to save the data persistently. The difference between the expected amount of received packets, based on the duration of the experiment and transmission time can then be compared to the real amount of received packages.
Tables and Bluetooth modules with the resulting package loss depending on setted IMU number and transmission time.

### IV. Results

The results can be divided into two parts. The first part evaluated the maximum quality of service of data transmission via cable. Only one Bluetooth sensor node at a time was tested. As expected all Bluetooth sensor nodes performed equally regarding the package loss. Recording the packages consecutively starting with 0.035 s, followed by 0.025 s and 0.015 s resulted in a maximum package loss of one packet at the transmission time of 0.025 s and 0.015 s. This results in a relative package loss of 0.005% when expecting 20,000 packets (0.015 s) and 0.008% when expecting 12,000 packets (0.025 s). Recording the results separately for each transmission time in a separate experiment and changing the payload size did not lead to a change in the results.

The second part reveals the maximum number of simultaneously connected Bluetooth sensor nodes. Afterwards it evaluates the quality of service of Bluetooth regarding the package loss during data transmission. Therefore, different sampling rates were tested. On the basis of the first part, in the next step we connected one Bluetooth sensor node via Bluetooth with the computer. The result indicated already a package loss of 2.42 % at a transmission time of 0.015 s. Changing the transmission time to 0.025 s decreased the package loss to 0.01%. Thus, we tested the package loss with a maximum number of connected Bluetooth sensor nodes and different hardware combinations at a transmission time of 0.025 s and 0.035 s. As seen in table III the maximum number, namely 13, of simultaneously connected Bluetooth sensor nodes could be achieved using the ThinkPad P53 in combination with the DeLock Bluetooth module. In this setting, the package loss increased from 0.03% to 55.01% when changing the transmission time from 0.035 s to 0.025 s. Without using the DeLock Bluetooth module all combinations achieved a maximum of 10 simultaneously connected Bluetooth Sensor nodes. Looking at the MacBooks it is remarkable that even the lowest package loss lies at 18.47%. This was reached at a transmission time of 0.035 s using the MacBook Air 2013. Modifying the transmission time to 0.025 s led to a package loss of 35.78%. The comparison of the performance of the different used Bluetooth modules on the ThinkPad P53 revealed interesting results. The Intel 8625 Bluetooth module had the lowest overall package loss, namely 0.07% at a data transmission of 0.025 s and no notable package loss at 0.035 s.

![Fig. 2. Test setup for the main-test: In order to always have the same test conditions, the devices were positioned on a template (light brown). Multiple battery powered Bluetooth sensor nodes are equally positioned in a row. To avoid slipping between the tests, the nodes were attached to the template. Each space between two nodes was approximately 6 cm and the computer (not visible in the picture) was located about 100 cm from the nearest node. The space between the computer and the nodes was kept free.](https://www.example.com/fig2.jpg)
V. CONCLUSION

We showed that a maximum of 13 Bluetooth sensor nodes can simultaneously be connected and provide real-time sensor data using a sampling rate of 0.035 s with an acceptable package loss of 1.2%. This result was achieved with the constellation of a ThinkPad P53 running an Ubuntu 18.04.3 LTS OS and the Bluetooth dongle DeLock. If a higher sampling rate is needed, our results show that a sampling rate of 0.025 s with 12 IMUs is working with a tolerable package loss of 1.2% with the same setup. The notification is a good alternative to indication for high performance sensor networks. There are big differences in performance between Bluetooth modules. Different requirements emerge depending on the human activity to be detected. In order to work out the limit under practical circumstances, we found the maximum number of simultaneously connected IMUs at the highest possible sampling rate. Based on our focus to use commercial off-the-shelf hardware and OS, the results reveal the settings and parameters which can be used. Nevertheless, further work needs to be done. It is recommended that deeper studies analyse the delay time between the signal acquisition and the signal transmission.
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